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# Algorithm Checklist

뒤집어서 생각하기

Greedy

DP – Knuth, Convex hull trick, Divide & Conquer Optimization

Binary Search (+with extra weight)

Divide & Conquer

Centroid Decomposition, Tree Diameter

Un/Unidirected Spanning tree

Hashing, KMP, Suffix Array, Manacher, Z-Algorithm

Min cut - Max flow, MCMF, Bipartite matching

Min cut – Resonable한 하한들로 고찰하기

a = b: a만 움직이기, b만 움직이기, 두 개 동시에 움직이기

답의 상한이 Resonable하게 작은가?

문제가 안풀릴 때 “당연하다고 생각한 것”을 의심하기.

말도 안되는 것을 한 번은 생각해보기.

Random Algorithm

LIS, LCS, Based on DP

Q Sqrt(N), ..

HLD, BCC, SCC

Double 안쓰기 (싫다아..)

Set, Map 쓰기 전에 생각하셨나요? 아슬아슬하면 unordered 얹어볼까요?

투포인터, sliding window

# Data Structures

## Biconnected components & Cactus

/\*

Cactus 판별 source

cactus : 양방향 그래프에서 모든 노드로 돌아오는 사이클이 최대 1개인 그래프

dfs 트리에서 깊이를 관리하고 low 값을 이용하여 2개 이상의 자기자신의 dep 이 아닌 두 개 이상의 low 후보를 가질 수 있다면 not-cactus

\*/

vector<vector<int>> adj;

vector<int> dep, low;

bool cactus = true;

int dfs(int cur, int prv) {

dep[cur] = dep[prv] + 1;

for (int nxt : adj[cur]) {

if (nxt == prv) continue;

// forward edge - pass 어차피 backward edge 에서 볼 예정

else if (dep[nxt] && dep[nxt] > dep[cur]) continue;

// backward edge

else if (dep[nxt] && dep[nxt] < dep[cur]) {

// 기존 low 값이 있다면 이미 포함된 사이클이 존재하는 것

if (low[cur]) {

cactus = false;

low[cur] = -1;

}

// 처음으로 속하는 cycle 을 발견

else low[cur] = nxt;

}

else {

// child 의 low 값을 받아온다.

int res = dfs(nxt, cur);

// child 의 low 가 0보다 작으면 이미 cactus 되기는 글렀음

if (res < 0) low[cur] = -1;

// chilld 의 low 가 0이면 child 아래로는 사이클이 없다고 봐도 됨

else if (res == 0);

// child 의 low 가 존재 , cur 외에 더 위로 가는 사이클이 존재,

// 그러므로 cur도 child 를 통해서 사이클이 포함됨

else {

// 마찬가지로 이미 cycle 포함으로 조짐

if (low[cur]) {

cactus = false;

low[cur] = -1;

}

else low[cur] = res;

}

}

}

return low[cur] == cur ? 0 : low[cur];

}

## Fenwick tree with range update & point query

struct fenwick {

vector<int> tree;

fenwick() {}

fenwick(int N) { tree.resize(N+1); }

void update(int idx, int val) {

while (idx <= M) tree[idx] += val, idx += idx & -idx;

}

lint query(int idx) {

lint ret = 0;

while (idx) ret += tree[idx], idx -= idx & -idx;

return ret;

}

};

...

// range update(l, r, val)

fw.update(l, val), fw.update(r+1, -val);

// point query

fw.query(idx);

## SCC & 2-SAT

#include <bits/stdc++.h>

using namespace std;

using ii = pair<int, int>;

int N, M;

vector<int>adj[20001];

vector<int> vis, sccId;

int sccNUM, visitcnt;

stack<int>S;

inline int oppo(int a) {

return a % 2 ? a - 1 : a + 1;

}

int dfs(int cur) {

S.push(cur);

int ret = vis[cur] = visitcnt++;

for (int &nxt : adj[cur]) {

if (vis[nxt] == -1) {

ret = min(ret, dfs(nxt));

}

else if (sccId[nxt] == -1) {

ret = min(ret, vis[nxt]);

}

}

if (vis[cur] == ret) {

while (1) {

int t = S.top();

S.pop();

sccId[t] = sccNUM;

if (t == cur) break;

}

sccNUM++;

}

return ret;

}

vector<int> getSCC() {

vis = sccId = vector<int>(2 \* N, -1);

for (int i = 0; i < 2 \* N; i++)

if (vis[i] == -1) dfs(i);

return sccId;

}

vector<int>solve2SAT() {

vector<int>label = getSCC();

for (int i = 0; i < 2 \* N; i += 2)

if (label[i] == label[i + 1]) return vector<int>();

vector<ii>ord;

for (int i = 0; i < 2 \* N; i++)

ord.push\_back(ii(-label[i], i));

sort(ord.begin(), ord.end());

vector<int>variable(N, -1);

for (int i = 0; i < 2 \* N; i++) {

int var = ord[i].second;

bool isTrue = (var % 2 == 0);

if (variable[var / 2] != -1) continue;

variable[var / 2] = !isTrue;

}

return variable;

}

int main() {

cin >> N >> M;

for (int i = 0; i < M; i++) {

int u, v; cin >> u >> v;

if (u > 0) u = (u - 1) \* 2;

else u = -2 \* u - 1;

if (v > 0) v = (v - 1) \* 2;

else v = -2 \* v - 1;

adj[oppo(u)].push\_back(v); adj[oppo(v)].push\_back(u);

}

vector<int>ans = solve2SAT();

if (ans.empty()) return cout << "0", 0;

for (int &x : ans) cout << x << ' ';

}

## SCC with kosaraju’s algorithm

const int mx = 101010;

int n, m;

int deg[mx], who[mx];

bool vis1[mx], vis2[mx];

vector<int> adj[mx], radj[mx], scc\_adj[mx];

stack<int> s;

void dfs1(int u) {

vis1[u] = true;

for (int v : adj[u])

if (!vis1[v]) dfs1(v);

s.push(u);

}

void dfs2(int u, int rep) {

vis2[u] = true;

who[u] = rep;

for (int v : radj[u])

if (!vis2[v]) dfs2(v, rep);

}

void make\_SCC() {

for (int i = 0; i < m; i++) {

int u, v; cin >> u >> v;

adj[u].pb(v);

radj[v].pb(u);

}

for (int i = 0; i < m; i++) {

int u, v; cin >> u >> v;

adj[u].pb(v);

radj[v].pb(u);

}

for (int i = 1; i <= n; i++)

if (!vis1[i]) dfs1(i);

while (!s.empty()) {

int u = s.top(); s.pop();

if (!vis2[u]) dfs2(u, u);

}

for (int i = 1; i <= n; i++) {

for (int j : adj[i]) {

if (who[i] != who[j]) scc\_adj[who[i]].pb(who[j]);

}

}

}

## Segment Tree & lazy propagation (by recursion)

using lint = long long;

const int mxn = 100010;

int N;

struct seg {

lint a[mxn\*4], lz[mxn\*4], lim;

void init() { //**don’t forget to call init func**

for (lim = 1; lim < N; lim <<= 1);

memset(a, 0, sizeof(a));

memset(lz, 0, sizeof(lz));

for (int i = 0; i < N; i++)

cin >> a[i + lim];

for (int i = lim - 1; i; i--)

a[i] = a[i \* 2] + a[i \* 2 + 1];

}

void lazy(int n, int nl, int nr) {

if (lz[n]) {

a[n] += lz[n] \* (nr - nl + 1);

if (n < lim) {

lz[n \* 2] += lz[n];

lz[n \* 2 + 1] += lz[n];

}

lz[n] = 0;

}

}

void update(lint l, lint r, lint diff) { update(l, r, 1, 0, lim - 1, diff); };

void update(lint l, lint r, int n, int nl, int nr, lint diff) {

lazy(n, nl, nr);

if (r < nl || nr < l) return;

if (l <= nl && nr <= r) {

lz[n] += diff;

lazy(n, nl, nr);

return;

}

int mid = (nl + nr) / 2;

update(l, r, n \* 2, nl, mid, diff);

update(l, r, n \* 2 + 1, mid + 1, nr, diff);

a[n] = a[n \* 2] + a[n \* 2 + 1];

}

lint sum(lint l, lint r) { return sum(l, r, 1, 0, lim - 1); }

lint sum(lint l, lint r, int n, int nl, int nr) {

lazy(n, nl, nr);

if (r < nl || nr < l) return 0;

if (l <= nl && nr <= r) return a[n];

int mid = (nl + nr) / 2;

return sum(l, r, n \* 2, nl, mid) + sum(l, r, n \* 2 + 1, mid + 1, nr);

}

}seg;

## Splay Tree

const lint INF = 1e22 + 7, mxn = 100010;

struct node {

node \*l, \*r, \*p;

bool inv, dummy;

lint v, cnt, sum, lazy, mx, mn;

} \*tree;

int a[mxn], N, Q;

node\* ptr[mxn];

void Update(node \*x) {

x->cnt = 1;

x->sum = x->v;

x->mn = x->mx = x->v;

if (x->l) {

x->cnt += x->l->cnt;

x->sum += x->l->sum;

x->mn = min(x->mn, x->l->mn);

x->mx = max(x->mx, x->l->mx);

}

if (x->r) {

x->cnt += x->r->cnt;

x->sum += x->r->sum;

x->mn = min(x->mn, x->r->mn);

x->mx = max(x->mx, x->r->mx);

}

}

void Lazy(node \*x) {

if (!x->inv) return;

node \*t = x->l;

x->l = x->r;

x->r = t;

x->inv = false;

if (x->l) x->l->inv = !x->l->inv;

if (x->r) x->r->inv = !x->r->inv;

}

void Rotate(node \*x) {

node \*p = x->p;

node \*b;

Lazy(p);

Lazy(x);

if (x == p->l) {

p->l = b = x->r;

x->r = p;

}

else {

p->r = b = x->l;

x->l = p;

}

x->p = p->p;

p->p = x;

if (b) b->p = p;

(x->p ? p == x->p->l ? x->p->l : x->p->r : tree) = x;

Update(p);

Update(x);

}

void Splay(node \*x) {

while (x->p) {

node \*p = x->p;

node \*g = p->p;

if (g) Rotate((x == p->l) == (p == g->l) ? p : x);

Rotate(x);

}

}

void Initialize(int N) {

node \*x;

if (tree) delete tree;

ptr[0] = tree = x = new node;

x->l = x->r = x->p = NULL;

x->dummy = x->cnt = 1; x->inv = 0;

x->sum = x->v = -INF;

for (int i = 1; i <= N; i++) {

ptr[i] = x->r = new node;

x->r->p = x;

x = x->r;

x->l = x->r = NULL;

x->cnt = 1; x->inv = x->dummy = 0;

x->sum = x->v = a[i];

//x = x->r;

}

ptr[N + 1] = x->r = new node;

x->r->p = x;

x = x->r;

x->l = x->r = NULL;

x->cnt = 1; x->dummy = 1;

x->sum = x->v = INF;

for (int i = N; i >= 1; i--)

Update(ptr[i]);

Splay(ptr[1]);

}

void Insert(int v) {

node \*p = tree, \*\*pp;

if (!p) {

node \*x = new node;

tree = x;

x->l = x->r = x->p = NULL;

x->v = v;

return;

}

while (1) {

if (v == p->v) return;

if (v < p->v) {

if (!p->l) {

pp = &p->l;

break;

}

p = p->l;

}

else {

if (!p->r) {

pp = &p->r;

break;

}

p = p->r;

}

}

node \*x = new node;

\*pp = x;

x->l = x->r = NULL;

x->p = p;

x->v = v;

Splay(x);

}

bool Find(lint v) {

node \*p = tree;

if (!p) return false;

while (p) {

if (v == p->v) break;

if (v < p->v) {

if (!p->l) break;

p = p->l;

}

else {

if (!p->r) break;

p = p->r;

}

}

Splay(p);

return v == p->v;

}

void Find\_Kth(int k) {

node \*x = tree;

Lazy(x);

while (1) {

while (x->l && x->l->cnt > k)

x = x->l, Lazy(x);

if (x->l) k -= x->l->cnt;

if (!k--) break;

x = x->r;

Lazy(x);

}

Splay(x);

}

node\* Interval(int l, int r) {

Find\_Kth(l - 1);

node \*x = tree;

tree = x->r;

tree->p = NULL;

Find\_Kth(r - l + 1);

x->r = tree;

tree->p = x;

tree = x;

return tree->r->l;

}

void Add(int l, int r, int z) {

Interval(l, r);

node \*x = tree->r->l;

x->sum += x->cnt \* z;

x->lazy += z;

}

lint Sum(int l, int r) {

Interval(l, r);

return tree->r->l->sum;

}

void Reverse(int l, int r) {

Interval(l, r);

node \*x = tree->r->l;

x->inv = !x->inv;

}

void revolve(int l, int r, int T) { // rotate l~r T times

if (l >= r || !T) return;

int l = (r - l + 1);

T = (T%l + l) % l;

Reverse(l, r - T);

Reverse(r - T + 1, r);

Reverse(l, r);

}

void print(node\*cur) {

Lazy(cur);

if (cur->l) print(cur->l);

if (!cur->dummy) cout << cur->v << ' ';

if (cur->r) print(cur->r);

}

# Graph Algorithms

## Shortest path (Bellman-ford, Dijkstra, 0-1 BFS)

void bellman-Ford() {

for (int i = 1; i <= N; i++) {

for (int j = 1; j <= N; j++) {

if (dist[j] == INF) continue;

for (auto it : adj[j]) {

int next = it.first, d = it.second;

if (dist[j] != INF && dist[next] > dist[j] + d) {

dist[next] = dist[j] + d;

if (i == N) {

isminus = true;

return;

} } } } } }

void dijkstra(int S) {

priority\_queue<pll> pq;

fill(dist, dist + N, INF);

dist[S] = 0;

pq.push({ 0,S });

while (!pq.empty()) {

int cur = pq.top().second;

lint d = -pq.top().first;

pq.pop();

if (dist[cur] < d) continue;

for (auto &it : adj[cur]) {

int nxt = it.first, w = it.second;

if (dist[nxt] > dist[cur] + w) {

prv[nxt] = cur;

dist[nxt] = dist[cur] + w;

pq.push({ -dist[nxt], nxt });

} } } }

void z1BFS(int S) {

fill(dist, dist + N, INF);

dist[S] = 0;

deque<int> q;

q.push\_front(S);

while (!q.empty()) {

int cur = q.front();

q.pop\_front();

for (auto &e : adj[cur]) {

int nxt = e.first, w = e.second;

int w = e.second;

if (dist[cur] + w < dist[nxt]) {

dist[nxt] = dist[cur] + w;

if (w == 1) q.push\_back(nxt);

else q.push\_front(nxt);

} } } }

## Centroid decomposition & tree isomorphism

#include <bits/stdc++.h>

using namespace std;

#define all(v) (v).begin(),(v).end()

const int mxn = 100010;

typedef long long ll;

typedef vector<int> vi;

typedef vector<vi> vvi;

typedef pair<vi, int> pvi;

vvi adj[2]; //입력 트리

vvi g[2]; //센트로이드를 루트로 하는 트리에서 깊이별로 정점 분류

int sz[mxn]; //sz[i] = 입력받은 트리에서 i를 루트로 하는 서브트리의 크기

int par[2][mxn]; //par[id][i] = 센트로이드를 루트로 하는 트리에서 i의 부모

int label[2][mxn]; //label[id][i] = i를 renumbering 할 때의 번호d

vi cent[2]; //트리의 센트로이드(1 or 2개)

int N; //트리 정점 개수

//centroid 구하기, 1개 혹은 2개

int getCent(int id, int v, int p) { //tree id, vertex, parent

int ch = 0;

for (auto i : adj[id][v]) if (p != i) {

int now = getCent(id, i, v);

if (now > (N / 2)) break;

ch += now;

}

if (N - ch - 1 <= N / 2) cent[id].push\_back(v);

return sz[v] = ch + 1;

}

//센트로이드를 루트로 하는 트리 생성, 깊이 반환

int dfs(int id, int v, int p, int d) { //tree id, vertex, parent, depth

par[id][v] = p; g[id][d].push\_back(v);

int mx = d;

for (auto i : adj[id][v]) if (i != p) {

mx = max(mx, dfs(id, i, v, d + 1));

}

return mx;

}

int chk(int \_lv) {

for (int lv = \_lv - 1; lv >= 0; lv--) {

vector<pvi> tup[2];

for (int id = 0; id < 2; id++) {

for (auto i : g[id][lv]) {

//깊이가 lv인 i의 자식들로 튜플 생성 - renumbering된 값을 넣어줌

tup[id].emplace\_back(vi(), i);

for (auto j : adj[id][i])

if (par[id][i] != j) tup[id].back().first.push\_back(label[id][j]);

}

}

//튜플 크기 다르면 false

if (tup[0].size() != tup[1].size()) return 0;

for (int id = 0; id < 2; id++) {

for (auto &i : tup[id]) sort(i.first.begin(), i.first.end());

sort(tup[id].begin(), tup[id].end());

}

int pv = 0;

for (int i = 0; i < tup[0].size(); i++) {

if (tup[0][i].first != tup[1][i].first) return 0;

//이전 값과 같다면 같은 숫자로 renumbering

if (i != 0 && tup[0][i].first == tup[0][i - 1].first)

label[0][tup[0][i].second] = label[1][tup[1][i].second] = pv;

else label[0][tup[0][i].second] = label[1][tup[1][i].second] = ++pv;

}

}

return 1;

}

void init() {

memset(sz, 0, sizeof(int) \* (N + 2));

for (int i = 0; i < 2; i++) {

adj[i].clear(), cent[i].clear(), g[i].clear();

memset(label[i], 0, sizeof(int) \* (N + 2));

memset(par[i], 0, sizeof(int) \* (N + 2));

}

}

int solve() {

for (int id = 0; id < 2; id++)

getCent(id, 1, -1);

if (cent[0].size() != cent[1].size())

return 0;

if (cent[0].size() == 2) {

N++;

for (int id = 0; id < 2; id++) {

for (int j = 0; j < 2; j++) {

auto it = remove(all(adj[id][cent[id][j]]), cent[id][!j]);

adj[id][cent[id][j]].erase(it, adj[id][cent[id][j]].end());

adj[id][cent[id][j]].push\_back(N);

adj[id][N].push\_back(cent[id][j]);

}

cent[id][0] = N;

}

}

int t[2];

for (int id = 0; id < 2; id++)

t[id] = dfs(id, cent[id][0], -1, 0);

if (t[0] != t[1]) return 0;

if (chk(t[0])) return 1;

return 0;

}

## Euler path / circuit

vector<int> euler;

void findEulerianCircuit(int from) {

for (int to = 0; to < N; to++) {

while (adj[from][to]) {

adj[from][to]--;

adj[to][from]--;

findEulerianCircuit(to);

}

}

euler.push\_back(from);

}

## Diamater of tree

int N, x, y, mxd;

vector<ii> adj[mxn];

void dfs(int cur, int prev, int dist) {

if (mxd < dist) {

mxd = dist, x = cur;

}

for (auto&it : adj[cur]) {

int next = it.first, d = it.second;

if (next == prev) continue;

dfs(next, cur, dist + d);

}

}

dfs(1, -1, 0); //1 or arbitrary node

y = x; dfs(x, -1, 0); diameter = mxd

# Mathematical Stuff

## Euler phi function

vector<ll> prime;

ll euler(ll n) {

ll ret = 1;

for (ll p : prime) {

ll pow = 1;

while (n%p == 0) {

n /= p;

pow \*= p;

}

if (pow != 0) {

ret \*= (pow - (pow / p));

}

}

if (n != 1) ret \*= (n - 1);

return ret;

}

## Extended euclidean

p\*a + q\*b = 1 을 만족하는 (p,q) 특수해를 찾는다.

a,b가 서로소여야 한다는 것에 주의

pll euclidean(ll a, ll b) {

if ((a - 1) % b == 0) return { 1, -((a - 1) / b) };

else {

pll p = euclidean(b, a%b);

ll k = a / b, c1 = p.first, c2 = p.second;

return { c2, c1 - c2 \* k };

}

}

## Fast fourier transform

.

typedef complex <double> base;

void fft(vector <base> &a, bool invert) {

int n = sz(a);

for(int i=1, j=0; i<n; i++) {

int bit = n >> 1;

for(; j>=bit; bit>>=1) j -= bit;

j += bit;

if(i < j) swap(a[i], a[j]);

}

for(int len=2; len<=n; len<<=1) {

double ang = 2\*M\_PI/len\*(invert?-1:1);

base wlen(cos(ang), sin(ang));

for(int i=0; i<n; i+=len) {

base w(1);

for(int j=0; j<len/2; j++) {

base u = a[i+j], v = a[i+j+len/2]\*w;

a[i+j] = u+v;

a[i+j+len/2] = u-v;

w \*= wlen;

}

}

}

if(invert) for(int i=0; i<n; i++) a[i] /= n;

}

void multiply(const vector<int> &a, const vector<int> &b, vector<int> &res) {

vector <base> fa(all(a)), fb(all(b));

int n = 1;

while(n < max(sz(a), sz(b))) n <<= 1;

n<<=2;

fa.resize(n); fb.resize(n);

fft(fa, false); fft(fb, false);

for(int i=0; i<n; i++) fa[i] \*= fb[i];

fft(fa, true);

res.resize(n);

for(int i=0; i<n; i++) res[i] = int(fa[i].real()+(fa[i].real()>0?0.5:-0.5));

}

## Fast nCk

const int MAX = 4000000;

ll fact[MAX + 1], inv[MAX + 1];

ll fastpow(ll a, ll pow) {

if (pow == 0) return 1LL;

ll ret = fastpow(a, pow / 2);

ret = (ret\*ret) % DIV;

return pow % 2 == 1 ? (ret\*a) % DIV : ret;

}

void init() {

fact[0] = fact[1] = 1;

for (ll i = 2; i <= MAX; i++) fact[i] = (fact[i - 1] \* i) % DIV;

inv[MAX] = fastpow(fact[MAX], DIV - 2);

for (ll i = MAX - 1; i >= 0; i--) inv[i] = (inv[i + 1] \* (i + 1)) % DIV;

}

ll comb(int n, int k) {

ll res = fact[n];

res \*= inv[k]; res %= DIV;

res \*= inv[n - k];

return res % DIV;

}

## Matrix

struct Matrix {

vector<vector<double>> v;

int N;

Matrix(int n) : N(n) { v.resize(N, vector<double>(N, 0)); }

~Matrix() {

for (int i = 0; i < N; i++) v[i].clear();

v.clear();

}

Matrix identity(int n) {

Matrix ret = Matrix(n);

for (int i = 0; i < n; i++)

ret.v[i][i] = 1;

return ret;

}

void swapRow(int i, int j) {

if (i == j) return;

for (int k = 0; k < N; k++)

swap(v[i][k], v[j][k]);

}

double \*operator[](int i) { return &v[i][0]; }

};

//rref of xor-ing bits, xor maximization

int64\_t basis[60], x;

void computeREF(int64\_t x) {

for (int i = 59; i >= 0; i--) {

if ((x >> i) & 1) {

if (!basis[i]) {

basis[i] = x;

return;

}

else x ^= basis[i]; // elimination

} } }

for (int i = 59; i >= 0; i--)

x = max(x, x ^ basis[i]);

## Miller-rabin primality test & Pollard-rho factorization

using lint = unsigned long long;

vector<lint> a = { 2,3,5,7,11,13,17,19,23,29, 31, 37, 9780504, 12, 325, 9375,

28178, 450775, 1795265022 };

vector<int> plist;

bool isprime[1000100];

lint abs2(lint a, lint b) {

if (a > b) return a - b;

return b - a;

}

lint gcd(lint a, lint b) {

return b == 0 ? a : gcd(b, a%b);

}

lint fac(lint n, lint mod) {

if (n == 1) return 1;

return (n \* fac(n - 1, mod))%mod;

}

void sieve() {

fill(isprime, isprime + 1000100, true);

isprime[0] = isprime[1] = false;

for (int i = 2; i <= 1000000; i++) {

if (!isprime[i]) continue;

plist.push\_back(i);

for (int j = i \* 2; j <= 1000000; j += i)

isprime[j] = false;

}

}

inline lint addmod(lint x, lint y, lint m) {

x %= m;

y %= m;

return (x >= m - y ? x - (m - y) : x + y);

}

inline lint mulmod(lint x, lint y, lint m) {

x %= m;

y %= m;

lint r = 0;

while (y > 0) {

if (y % 2 == 1)

r = addmod(r, x, m);

x = addmod(x, x, m);

y /= 2;

}

return r;

}

lint exp(lint a, lint b, lint mod) {

lint ret = 1;

while (b) {

if (b % 2) ret = mulmod(ret, a, mod);

//if (b % 2) ret = (ret \* a) % mod;

a = mulmod(a, a, mod);

//a = (a\*a) % mod;

b /= 2;

}

return ret;

}

bool miller\_labin(lint n, lint a) {

lint d = n - 1;

while (d % 2 == 0) {

if (exp(a, d, n) == n - 1) return true;

d /= 2;

}

lint val = exp(a, d, n);

if (val == 1 || val == n - 1) return true;

return false;

}

bool chk(lint n, vector<lint> alist) {

if (n <= 1'000'000 && isprime[n]) return true;

for (lint it : alist)

if (!miller\_labin(n, it))

return false;

return true;

}

lint PollardRho(lint n) {

lint x = rand() % (n - 2) + 2;

lint y = x;

lint c = rand() % (n - 1) + 1;

while (true) {

x = (mulmod(x,x,n) + c) % n;

y = (mulmod(y,y,n) + c) % n;

y = (mulmod(y,y,n) + c) % n;

lint d = gcd(abs2(x, y), n);

if (d == 1) continue;

//if (!chk(d, a)) return PollardRho(d);

return d;

}

}

int main() {

//freopen("input.txt", "r", stdin);

vector<lint> ans;

lint n;

cin >> n;

sieve();

for (lint div : plist) {

if (n < div) break;

int tmp = 1;

if (n%div == 0) {

while (n%div == 0) {

ans.push\_back(div);

n /= div;

tmp++;

}

}

}

if (n == 1);

else if (chk(n, a)) ans.push\_back(n);

else {

lint d = PollardRho(n);

ans.push\_back(min(d, n / d));

ans.push\_back(max(d, n / d));

}

for (lint x : ans)

cout << x << '\n';

}

## Mobius inversion

mobius[n] = 1 (n == 1) 주의!

0 (n이 어떤 소수 p에 대해 |n 일 때)

(n= 꼴일 때, 은 prime)

const int mx = 10000001;

int mobius[mx];

void init() {

fill(mobius, mobius + mx, 1);

for (int i = 2; i \* i <= mx; i++)

if (mobius[i] == 1) {

for (int j = i; j <= mx; j += i) mobius[j] \*= -i;

for (int j = i \* i; j <= mx; j += i \* i) mobius[j] = 0;

}

for (int i = 2; i <= mx; i++) {

if (mobius[i] == i) mobius[i] = 1;

else if (mobius[i] == -i) mobius[i] = -1;

else if (mobius[i] < 0) mobius[i] = 1;

else if (mobius[i] > 0) mobius[i] = -1;

}

}

# Geometry

## General Geometry Library Header

using ll = long long;

using pdd = pair<double, double>;

struct Point {

int x, y;

Point (int xx, int yy): x(xx), y(yy) {}

Point () { x = 0, y = 0; }

//

Point operator + (const Point& rhs) { return Point(x + rhs.x, y + rhs.y); }

Point operator - (const Point& rhs) { return Point(x - rhs.x, y - rhs.y); }

Point operator \* (const int& rhs) { return Point(x \* rhs, y \* rhs); }

Point operator / (const int& rhs) { return Point(x / rhs, y / rhs); }

bool operator < (const Point& rhs) { return x == rhs.x ? y < rhs.y : x < rhs.x; }

// inner product

ll inner (const Point& rhs) { return 1LL \* x \* rhs.x + 1LL \* y \* rhs.y; }

// outer product

ll cross (const Point& rhs) { return 1LL \* x \* rhs.y - 1LL \* y \* rhs.x; }

// distance between two point

ll dist (const Point& rhs) {

Point tmp = \*this - rhs;

return 1LL \* tmp.x \* tmp.x + 1LL \* tmp.y \* tmp.y;

}

};

struct Line {

Point s, e;

Line (Point ss, Point ee): s(ss), e(ee) {}

Line () { s = Point(), e = Point(); }

};

// ccw

// counter-clock-wise : 1

// parallel : 0

// clock-wise : -1

// using 3 point a->b->c

int ccw (Point a, Point b, Point c) {

Point ab = b - a, bc = c - b;

ll res = ab.cross(bc);

if (res > 0) return 1;

else if (res == 0) return 0;

else return -1;

}

// using 4 point a->b , c->d

int ccw (Point& a, Point& b, Point& c, Point& d) {

return ccw(a, b, d - c + b);

}

// using 2 line a:a.s->a.e , b:b.s->b.e

int ccw (Line a, Line b) {

return ccw(a.s, a.e, b.e - b.s + a.e);

}

// intersect

// return flag which line intersect

bool intersect (Line a, Line b) {

int ccw\_ab = ccw(a.s, a.e, b.s) \* ccw(a.s, a.e, b.e);

int ccw\_ba = ccw(b.s, b.e, a.s) \* ccw(b.s, b.e, a.e);

if (ccw\_ab <= 0 && ccw\_ba <= 0) {

if (!ccw\_ab && !ccw\_ba) {

if (a.s.x == b.s.x) {

if (max(a.s.y, a.e.y) < min(b.s.y, b.e.y)) return false;

if (max(b.s.y, b.e.y) < min(a.s.y, a.e.y)) return false;

}

else {

if (max(a.s.x, a.e.x) < min(b.s.x, b.e.x)) return false;

if (max(b.s.x, b.e.x) < min(a.s.x, a.e.x)) return false;

}

}

return true;

}

return false;

}

vector<Point> P;

vector<int> Convex\_Hull;

// Angular sort using pivot point(P[0])

bool angle\_cmp(Point& a, Point& b) {

if (ccw(P[0], a, b) == 0) {

if (a.x == b.x)

return a.y - P[0].y < b.y - P[0].y;

else return a.x - P[0].x < b.x - P[0].x;

}

else return ccw(P[0], a, b) == 1;

}

## Area series (Shoelace, Brahmagupta's, Heron's)

double shoelace(vector<P> a) {

double ret = 0; int N = a.size();

for (int i = 0; i < N; i++)

ret += a[i].x \* a[(i + 1) % N].y - a[(i + 1) % N].x \* a[i].y;

return abs(ret / 2);

}

## Convex Hull (Graham scan, Monotone chain)

void graham\_scan(int n) {

swap(P[0], \*min\_element(P.begin(), P.end()));

sort(P.begin() + 1, P.end(), angle\_cmp);

for (int i = 0; i < n; ++i) {

while (Convex\_Hull.size() >= 2) {

int sz = Convex\_Hull.size();

if (ccw(P[Convex\_Hull[sz - 2]], P[Convex\_Hull[sz - 1]], P[i]) < 1)

Convex\_Hull.pop\_back();

else break;

}

Convex\_Hull.push\_back(i);

}

}

// monotone chain

vector<P> arr, Low, Upp;

vector<P> Monotone\_chain(vector<P>&a) {

Low.clear(); Upp.clear();

sort(all(a));

for (int i = 0; i < sz(a); i++) {

while (sz(Low) >= 2 && ccw(Low[sz(Low) - 2], Low[sz(Low) - 1], a[i]) <= 0)

Low.pop\_back();

Low.push\_back(a[i]);

}

for (int i = sz(a) - 1; i >= 0; i--) {

while (sz(Upp) >= 2 && ccw(Upp[sz(Upp) - 2], Upp[sz(Upp) - 1], a[i]) <= 0)

Upp.pop\_back();

Upp.push\_back(a[i]);

}

Low.pop\_back(); Upp.pop\_back();

Low.insert(Low.end(), all(Upp));

return Low;

}

## Rotating Calipers

ll rotating\_calipers() {

int m = Convex\_Hull.size();

ll ret = -1;

for (int i = 0, j = 1; i < m; ++i) {

while (ccw(P[Convex\_Hull[i]], P[Convex\_Hull[(i + 1) % m]], P[Convex\_Hull[j]], P[Convex\_Hull[(j + 1) % m]]) > 0)

j = (j + 1) % m;

ll tmp = P[Convex\_Hull[i]].dist(P[Convex\_Hull[j]]);

ret = max(ret, tmp);

}

return ret;

}

# Flows

## Dinic’s Algorithm

#include <bits/stdc++.h>

using namespace std;

const int mxn = 1818, INF = 1e9 + 7;

int N, M, C, sr, sc;

namespace flow {

struct edge {

int u, r, c, f;

edge() {}

edge(int u, int r, int c, int f = 0) :u(u), r(r), c(c), f(f) {}

inline int residual() { return c - f; }

};

vector<edge> adj[mxn];

int S, T, lv[mxn], vis[mxn];

bitset<mxn> viss;

inline void addedge(int u, int v, int c) {

edge e1(v, adj[v].size(), c);

edge e2(u, adj[u].size(), c);

adj[u].push\_back(e1);

adj[v].push\_back(e2);

}

void init(int id) {

memset(vis, 0, sizeof vis);

memset(lv, 0, sizeof lv);

}

int bfs() {

memset(lv, 0, sizeof lv);

queue<int> q;

q.push(S);

lv[S] = 1;

while (!q.empty()) {

int cur = q.front(); q.pop();

for (auto&e : adj[cur]) {

int nxt = e.u;

if (e.residual() > 0 && !lv[nxt]) {

lv[nxt] = lv[cur] + 1;

if (nxt != T) q.push(nxt);

}

}

}

return lv[T];

}

int dfs(int cur, int flow) {

if (cur == T) return flow;

int sz = (int)adj[cur].size();

for (int&i = vis[cur]; i < sz; i++) {

edge &e = adj[cur][i];

int nxt = e.u;

if (e.residual() > 0 && lv[nxt] == lv[cur] + 1) {

int ret = dfs(nxt, min(e.residual(), flow));

if (ret > 0) {

e.f += ret;

adj[nxt][e.r].f -= ret;

return ret;

}

}

}

return 0;

}

int dinic() {

int ret = 0, fl;

while (bfs()) {

memset(vis, 0, sizeof vis);

while (fl = dfs(S, INF)) ret += fl;

}

return ret;

}

void getAB() { // 0 for T sets, 1 for S sets

viss.reset();

queue<int> q;

viss[S] = 1;

q.push(S);

while (!q.empty()) {

int cur = q.front(); q.pop();

for (auto&it : adj[cur]) {

if (!viss[it.u] && it.residual() > 0) {

viss[it.u] = 1;

q.push(it.u);

}

}

}

for (int i = 1; i <= N; i++)

if (viss[i]) cout << i << ' ';

cout << '\n';

for (int i = 1; i <= N; i++)

if (!viss[i]) cout << i << ' ';

cout << '\n';

}

}

## Hopcroft-karp Maximum matching

namespace Matching{

//matching [1...n] <-> [1...m]

const int MX = 40040, MY = 40040;

vector <int> E[MX];

int xy[MX], yx[MY];

int n, m;

void addE(int x, int y) { E[x].pb(y); }

void setnm(int sn, int sm) { n = sn; m = sm; }

int tdis[MX], que[MX], \*dis = tdis + 1;

int bfs() {

int \*fr = que, \*re = que;

for(int i=1;i<=n;i++) {

if(xy[i] == -1) \*fr++ = i, dis[i] = 0;

else dis[i] = -1;

}

dis[-1] = -1;

while(fr != re) {

int t = \*re++;

if(t == -1) return 1;

for(int e : E[t]) {

if(dis[yx[e]] == -1) dis[yx[e]] = dis[t] + 1, \*fr++ = yx[e];

}

}

return 0;

}

int dfs(int x) {

for(int e : E[x]) {

if(yx[e] == -1 || (dis[yx[e]] == dis[x] + 1 && dfs(yx[e]))) {

xy[x] = e;

yx[e] = x;

return 1;

}

}

dis[x] = -1;

return 0;

}

int Do() {

memset(xy, -1, sizeof xy);

memset(yx, -1, sizeof yx);

int ans = 0;

while(bfs()) {

for(int i=1;i<=n;i++) if(xy[i] == -1 && dfs(i)) ++ans;

}

return ans;

}

void solve(){

int n, m;

scanf("%d%d", &n, &m);

Matching::setnm(n, m);

for(int i=1;i<=n;i++) {

int x; scanf("%d", &x);

while(x--) {

int y; scanf("%d", &y);

Matching::addE(i, y);

}

}

printf("%d\n", Matching::Do());

}

## Hungarian Method

int in[505][505];

int mats[505], matt[505];

int Ls[505], Lt[505];

int revs[505], revt[505];

int valt[505];

bool chks[505], chkt[505];

vector <int> Vu;

void vpush(int p, int N) {

chks[p] = true;

for (int i = 1; i <= N; i++) {

if (!valt[i]) continue;

if (valt[i] > Ls[p] + Lt[i] - in[p][i]) {

valt[i] = Ls[p] + Lt[i] - in[p][i];

revt[i] = p;

if (!valt[i]) Vu.push\_back(i);

}

}

}

int main() {

int N, i, j, k;

scanf("%d", &N);

for (i = 1; i <= N; i++) {

for (j = 1; j <= N; j++) {

scanf("%d", &in[i][j]);

in[i][j] = -in[i][j];

}

}

for (i = 1; i <= N; i++) Lt[i] = -INF;

for (i = 1; i <= N; i++) for (j = 1; j <= N; j++) Lt[j] = max(Lt[j], in[i][j]);

for (i = 1; i <= N; i++) {

for (j = 1; j <= N; j++) chks[j] = chkt[j] = false;

for (j = 1; j <= N; j++) valt[j] = INF;

for (j = 1; j <= N; j++) revs[j] = revt[j] = 0;

int p = 0;

for (j = 1; j <= N; j++) if (!mats[j]) break;

p = j;

vpush(p, N);

while (1) {

if (!Vu.empty()) {

int t = Vu.back();

Vu.pop\_back();

chkt[t] = true;

if (!matt[t]) {

vector <int> Vu2;

Vu2.push\_back(t);

while (1) {

Vu2.push\_back(revt[Vu2.back()]);

if (Vu2.back() == p) break;

Vu2.push\_back(revs[Vu2.back()]);

}

reverse(all(Vu2));

for (j = 0; j < Vu2.size(); j += 2) {

int s = Vu2[j], t = Vu2[j + 1];

mats[s] = t;

matt[t] = s;

}

break;

}

else {

int s = matt[t];

revs[s] = t;

vpush(s, N);

}

}

else {

int mn = INF;

for (j = 1; j <= N; j++) if (!chkt[j]) mn = min(mn, valt[j]);

for (j = 1; j <= N; j++) {

if (chks[j]) Ls[j] -= mn;

if (chkt[j]) Lt[j] += mn;

else {

valt[j] -= mn;

if (valt[j] == 0) Vu.push\_back(j);

}

}

}

}

Vu.clear();

}

int ans = 0;

for (i = 1; i <= N; i++) ans += Ls[i] + Lt[i];

return !printf("%d\n", -ans);

}

## Minimum cost Maximum flow

const int mxn = 802, INF = 1e9;

int N, M, S, E, cnt;

int c[mxn][mxn], f[mxn][mxn], d[mxn][mxn];

vector<int> adj[mxn];

void addedge(int u, int v, int cap, int dist) {

c[u][v] = cap, d[u][v] = dist, d[v][u] = -dist;

adj[u].push\_back(v);

adj[v].push\_back(u);

}

inline int residual(int u, int v) { return c[u][v] - f[u][v]; }

int MCMF() { //maximum cost를 구한다면 간선에 dist, ret 부호 반대로

int s=S, e=E, ret = 0;

while (1) {

int prev[mxn], dist[mxn];

fill(prev, prev + mxn, -1);

fill(dist, dist + mxn, INF);

bool inq[mxn] = { 0 };

queue<int> q;

dist[s] = 0, inq[s] = true;

q.push(s);

while (!q.empty()) {

int cur = q.front(); q.pop();

inq[cur] = false;

for (int next : adj[cur]) {

if (residual(cur, next) > 0 && dist[next] > dist[cur] + d[cur][next]) {

dist[next] = dist[cur] + d[cur][next];

prev[next] = cur;

if (!inq[next]) {

q.push(next);

inq[next] = true;

}

}

}

}

if (prev[e] == -1) break;

for (int i = e; i != s; i = prev[i]) {

ret += d[prev[i]][i];

f[prev[i]][i]++;

f[i][prev[i]]--;

}

cnt++;

}

return ret;

}

# String

## Manacher & Z

가장 긴 팰린드롬 부분 문자열

L(i) = s[i-x,i+x]가 팰린드롬이 되는 최대의 x

z(i) : s와 s[i..]의 공통 접두사의 길이

Both O(N)

vector<int> manachers(const string &s){

int n = (int)s.length();

vector<int> L(n);

int r = 0, p = 0;

for(int i = 0; i < n; i++){

if(i <= R) L[i] = min(L[2\*p-i],r-i);

while(i - L[i] - 1 >= 0 && i + L[i] + 1 < n

&& s[i - L[i] - 1] == s[i + L[i] + 1]) L[i]++;

if(R < i + L[i]){

r = i + L[i];

p = i;

}

}

return L;

}

int main(){

int n; cin>>n;

vector<int> p(n\*2+1); p[0] = -1;

for(int i = 0;i<n;i++) // |A|B|C|C|B|A|

cin>>p[i\*2+1], p[i\*2+2] = -1;

const auto s = manachers(p);

int q,l,r; cin>>q;

while(q--){

cin>>l>>r; l=l\*2-1,r=r\*2-1;

int m=(l+r)/2,d=(r-m);

cout<<(d<=s[m])<<’\n’;

}

}

vector<int> z(const string &s){

int n = (int)s.length();

vector<int> z(n);

for(int i = 1, L = 0, R = 0; i < n; i++) {

if(i <= R) z[i] = min(R-i+1, z[i-L]);

while(i + z[i] < n && s[z[[i]] == s[i+z[i]]) z[i]++;

if(i + z[i] - 1 > R) L = i, r = i + z[i] - 1;

}

return z;

}

## KMP

char str[mxn + 1], pat[mxn + 1];

int strLen, patternLen, fail[mxn];

int fail[mxn];

void getfail() {

int j = 0;

for (int i = 1; i < patternLen; i++) {

while (j > 0 && pat[i] != pat[j]) j = fail[j - 1];

if (pat[i] == pat[j]) fail[i] = ++j;

}

}

vector<int> solve() {

vector<int> ret;

int j = 0;

for (int i = 0; i < strLen; i++) {

while (j > 0 && str[i] != pat[j]) j = fail[j - 1];

if (str[i] == pat[j]) {

if (j == patternLen - 1) {

ret.push\_back(i - patternLen + 2);

j = fail[j];

}

else j++;

}

}

return ret;

}

## Regular expression usage

#include <iostream>

#include <string>

#include <regex>

#include <vector>

using namespace std;

int tc;

string pat, str;

smatch m;

// also can use as regex\_match(str, regpat);

bool solve() {

for (int i = 0; i < pat.size(); i++) {

if (pat[i] == '\_') { // for wild card

for (char j = 'A'; j <= 'Z'; j++) {

pat[i] = j;

regex regpat(pat);

if (regex\_match(str, m, regpat)) {

return cout << j << '\n', 1;

} } } }

return false;

}

int main() {

//freopen("input.txt", "r", stdin);

for (cin >> tc; tc--;) {

cin >> pat >> str;

regex regpat(pat);

if (regex\_match(str, m, regpat)) {

cout << "\_\n";

continue;

}

if (solve()) continue;

cout << "!\n";

}

return 0;

};

## Trie & aho-corasick

const int mxn = 100010, mxc = 26;

namespace aho {

int ctoi(char c) { return c - 'a'; };

int trie[mxn][mxc], idx, fail[mxn], term[mxn];

void init(vector<string>&ts) {

idx = 0;

memset(trie, 0, sizeof trie);

memset(fail, 0, sizeof fail);

memset(term, 0, sizeof term);

for(auto &t: ts) { //insert

int p = 0;

for(auto &i : t) {

int ch = ctoi(i);

if(!trie[p][ch]) trie[p][ch] = ++idx;

p = trie[p][ch];

}

term[p] = 1;

}

queue<int> q; //get failure function

for(int i = 0; i < mxc; i++)

if(trie[0][i]) q.push(trie[0][i]);

while(!q.empty()) {

int x = q.front(); q.pop();

for(int i = 0; i < mxc; i++) if(trie[x][i]) {

int p = fail[x];

while(p && !trie[p][i]) p = fail[p];

p = trie[p][i];

fail[trie[x][i]] = p;

term[trie[x][i]] += term[p];

q.push(trie[x][i]);

}

}

}

int qry(char s[]) {

int p = 0;

for(int it = 0; s[it]; it++) {

int ch = ctoi(s[it]);

while(p && !trie[p][ch]) p = fail[p];

p = trie[p][ch];

if(term[p]) return 1;

} return 0;

}

}

## Suffix array & LCP

char S[MAX];

int N, d, sa[MAX], pos[MAX]; // pos: 그룹 번호

bool cmp(int i, int j) {

if (pos[i] != pos[j]) return pos[i] < pos[j];

i += d; j += d;

return (i < N && j < N) ? (pos[i] < pos[j]) : (i > j);

}

void constructSA() {

N = strlen(S);

for (int i = 0; i<N; i++) {

sa[i] = i; pos[i] = S[i];

}

// d를 2배씩 늘려가면서 매번 앞에서부터 d\*2글자만 보고 접미사 정렬

for (d = 1; ; d \*= 2) {

sort(sa, sa + N, cmp);

int temp[MAX] = { 0 }; // temp: 새로운 그룹 번호

// 앞에서부터 훑으면서 각 접미사가 서로 다른 그룹에 속할 때마다 그룹 번호 증가시킴

for (int i = 0; i<N - 1; i++)

temp[i + 1] = temp[i] + cmp(sa[i], sa[i + 1]);

for (int i = 0; i<N; i++) // pos 배열을 temp 배열로 대체

pos[sa[i]] = temp[i];

// 모든 접미사가 다른 그룹으로 나뉘어졌다면 종료

if (temp[N - 1] == N - 1) break;

}

}

void constructLCP() {

// pos[i] = S[i:]가 sa의 몇 번째에 있는가 (pos[sa[i]] = i)

// 제일 긴 접미사(S)부터 시작한다.

// 매 루프마다 k>0이면 k--

for (int i = 0, k = 0; i<N; i++, k = max(k - 1, 0)) {

if (pos[i] == N - 1) continue; // 마지막 접미사(길이 1)면 아무것도 안 함

// 바로 아래 인접한 접미사와 비교하여 앞에서부터 몇 개의 글자가 일치하는지 센다

for (int j = sa[pos[i] + 1]; S[i + k] == S[j + k]; k++);

lcp[pos[i]] = k;

}

}

# Queries

## Heavy-Light decomposition

//segment tree required

struct hld {

vector<int> par, dep, heavy, head, pos;

int cur\_pos = 0;

void init() {

par = dep = head = pos = vector<int>(N);

heavy = vector<int>(N, -1);

int p;

for (int i = 1; i < N; i++) {

cin >> p; p--;

adj[p].push\_back(i);

}

dfs(0);

decompose(0, 0);

seg.init();

}

int dfs(int cur) {

int ret = 1, mx = 0;

for (int next : adj[cur]) {

if (next == par[cur]) continue;

par[next] = cur, dep[next] = dep[cur] + 1;

int next\_sz = dfs(next);

ret += next\_sz;

if (mx < next\_sz)

mx = next\_sz, heavy[cur] = next;

}

return ret;

}

void decompose(int cur, int top) {

head[cur] = top, pos[cur] = cur\_pos++;

if (heavy[cur] != -1)

decompose(heavy[cur], top);

for (int next : adj[cur]) {

if (next != par[cur] && next != heavy[cur])

decompose(next, next);

}

}

int query(int l, int r) {

int ret = 0;

for (; head[l] != head[r]; r = par[head[r]]) {

if (dep[head[l]] > dep[head[r]]) swap(l, r);

int tmp = seg.query(pos[head[r]], pos[r]);

ret = max(ret, tmp);

}

if (dep[l] > dep[r]) swap(l, r);

if (pos[l] != pos[r]) {

int tmp = seg.query(pos[l]+1, pos[r]);

ret = max(ret, tmp);

}

return !ret;

}

void update(int i, int val) {

int diff = val - seg.tree[pos[i] + seg.lim];

seg.update(pos[i], diff);

}

};

## Offline dynamic connectivity

어떤 간선을 추가해, 제거해, 현재 시점에 어떤 두 점이 연결되어 있는지 여부 판단

분할정복으로 한다.

solve(l,r,edgeset)에서는

timestamp[l,r] 동안 내내 살아있는 edge들에 대해

연결 -> 처리 -> 분할정복 -> 연결 끊기(rollback)

edge set을 만드는 과정으 segment tree의 recursive update와 유사.

seg[node]: node번째가 가리키는 range [nl, nr] 내내 연결되어 있는 간선의 집합

typedef struct query {

int type, u, v;

}query;

typedef struct edge {

int u, v, s, e;

}edge;

vector<edge> e;

query q[404040];

vector<edge> seg[404040];

int n, m, sz = 1;

int par[101010], dep[101010];

stack<pair<pii, int>> st; //{{u,v},0}: u에 v를 dep증가없이 붙였다.

void update(edge e, int node, int nodel, int noder) {

int l = e.s, r = e.e;

if (r < nodel || l > noder) return;

else if (l <= nodel && noder <= r) {

seg[node].pb(e);

return;

}

int mid = (nodel + noder) / 2;

update(e, node \* 2, nodel, mid);

update(e, node \* 2 + 1, mid + 1, noder);

return;

}

int find(int u) {

if (par[u] == u) return u;

return find(par[u]);

}

bool merge(int u, int v) {

u = find(u), v = find(v);

if (u == v) return false;

if (dep[u] > dep[v]) {

par[v] = u;

st.push({ { u,v },0 });

}

else if (dep[u] == dep[v]) {

par[v] = u;

st.push({ { u,v },1 });

dep[u]++;

}

else {

par[u] = v;

st.push({ { v,u },0 });

}

return true;

}

void rollback(int cnt) {

for (int i = 0; i < cnt; i++) {

pair<pii, int> cur = st.top(); st.pop();

int u = cur.first.first, v = cur.first.second, type = cur.second;

par[v] = v;

if (type == 1) dep[u]--;

}

return;

}

void solve(int node, int nodel, int noder) {

//live edge connect

int cnt = 0;

for (edge e : seg[node]) cnt += merge(e.u, e.v);

//do something at specific time

if (nodel == noder) {

if (q[nodel].type == 3) {

if (find(q[nodel].u) == find(q[nodel].v)) cout << "1\n";

else cout << "0\n";

}

rollback(cnt);

return;

}

//divide & conquer

int mid = (nodel + noder) / 2;

solve(node \* 2, nodel, mid);

solve(node \* 2 + 1, mid + 1, noder);

//rollback

rollback(cnt);

}

void ODC() {

while (sz < m) sz \*= 2;

for (int i = 1; i <= n; i++) {

par[i] = i;

dep[i] = 1;

}

//edge timestamp 전처리

for (edge ee : e) update(ee, 1, 1, sz);

solve(1, 1, sz);

}

## Persistent segment tree

int rt[mxn + 1];

struct Node {

int l, r, val;

};

vector<Node> tree;

void update(int idx, int x, int n = 1, int nl = 1, int nr = mxn) {

if (nl==nr) return;

int mid = (nl + nr) / 2;

if (idx <= mid) {

int lidx = tree[n].l;

tree.push\_back({ tree[lidx].l, tree[lidx].r, tree[lidx].val + x });

tree[n].l = (int)tree.size() - 1;

update(idx, x, tree[n].l, nl, mid);

}

else {

int ridx = tree[n].r;

tree.push\_back({ tree[ridx].l, tree[ridx].r, tree[ridx].val + x });

tree[n].r = (int)tree.size() - 1;

update(idx, x, tree[n].r, mid + 1, nr);

}

}

int sum(int l, int r, int n = 1, int nl = 1, int nr = mxn) {

if (r < nl || nr < l) return 0;

if (l <= nl && nr <= r) return tree[n].val;

int mid = (nl + nr) / 2;

return sum(l, r, tree[n].l, nl, mid) + sum(l, r, tree[n].r, mid + 1, nr);

}

vector<int> ys[mxn + 1];

...

tree = vector<Node> (4); //2D pst

tree[1].l = 2, tree[1].r = 3; rt[0] = 1;

for (int i = 1; i <= mxn; i++) {

tree.push\_back({ tree[rt[i - 1]].l, tree[rt[i - 1]].r, tree[rt[i - 1]].val });

rt[i] = (int)tree.size() - 1;

for (int &y : ys[i]) {

tree[rt[i]].val += 1;

update(y, 1, rt[i]);

}

}

## Square-root decomposition & MO’s

append때는 선 idx 후 처리, reduce때는 선 처리 후 idx

sort(all(v), [&](query a, query b) {

if (a.r / rt == b.r / rt) return a.l < b.l;

return a.r / rt < b.r / rt;

});

# Dynamic programming optimization

## Convex hull trick

where

using ll = long long;

struct line { ll a, b; };

vector<line> f; // f = ax + b형태로 관리

double inter(line f1, line f2) { return 1.0 \* (f2.b - f1.b) / (f1.a - f2.a); }

void push\_line(ll a, ll b) {

while(f.size() >= 2 && inter (\*++f.rbegin(), f.back()) > inter(f.back(), { a,b }))

f.pop\_back();

f.push\_back({ a,b });

}

ll findval(int x) { //어떤 x좌표에서 함수값의 최솟값 반환

int s = 0, e = f.size() - 1;

while(s < e) {

int m = (s+e)/2;

if(inter(f[m], f[m+1]) < x) s = m+1;

else e = m;

}

return f[s].a \* x + f[s].b;

}

ll l[100], r[100], N, dp[100];

ll solve() {

push\_line(l[0], r[0]);

for(int i = 1; i < N; i++) {

dp[i] = findval(l[i]);

push\_line(r[i], dp[i]);

}

return dp[N-1];

}

## Dynamic programming optimization with deque

deque<ii> dq;

dq.push\_back(ii(0, 0));

for(int i = 1; i <= N; i++) {

while(!dq.empty() && i - dq.front().second > D) dq.pop\_front();

dp[i] = sth;

ans = max(ans, dp[i]);

while(!dq.empty() && dq.back().first < dp[i]) dq.pop\_back();

dq.push\_back(ii(dp[i], i));

}

## Knuth optimization

1. C[a][c]+C[b][d] C[a][d]+C[b][c],

if discrete range, let E[i][j]=D[i+1][j], then

.

for (int len = 1; len <= N; len++) {

for (int i = 1; i + len <= N; i++) {

int j = i + len;

dp[i][j] = INF;

for (int k = opt[i][j - 1]; k <= opt[i + 1][j]; k++) {

lint cand = dp[i][k] + dp[k + 1][j] + psum[j] - psum[i - 1];

if (dp[i][j] > cand) {

dp[i][j] = cand;

opt[i][j] = k;

} } } }

# Problem specified techniques

## 히스토그램 with stack

int st[100010], top = -1;

for (int i = 0; i < N + 1; i++) {

while (top != -1 && a[st[top]] >= a[i]) {

int idx = st[top]; top--;

ans = max(ans, a[idx] \* (top == -1 ? i : (i - 1) - st[top]));

}

st[++top] = i;

}

## Dynamic programming

// two machine

int N, a[1001], b[1001], dp[2][100010];

for (int i = 1; i <= N; i++) {

fill\_n(dp[1], 100010, INF);

for (int w = 0; w < 100010; w++) {

dp[1][w] = min(dp[1][w], dp[0][w] + b[i]);

if (w >= a[i]) dp[1][w] = min(dp[1][w], dp[0][w - a[i]]);

}

swap(dp[0], dp[1]);

}

// 경찰차

int go(int l, int r) {

int curr = max(l, r);

if (curr == M + 1) return 0;

int&ret = dp[l][r];

if (ret != -1) return ret;

int d1 = go(curr + 1, r) + dist(arr[curr + 1], arr[l]);

int d2 = go(l, curr + 1) + dist(arr[curr + 1], arr[r]);

return ret = min(d1, d2);

}

// 사수아탕

int solve(int i, int j, int rem) {

if (!rem) return 0;

int&ret = dp[i][j], l = min(i,j), r = max(i,j);

if (ret != -1) return dp[i][j];

dp[i][j] = INF;

if (r != n) ret = min(ret, solve(l, r + 1, rem - 1) + rem \* (x[r + 1] - x[j]));

if (l != 0) ret = min(ret, solve(r, l - 1, rem - 1) + rem \* (x[j] - x[l - 1]));

return ret;

}

...

for (int i = 0; i <= n; ++i) {

memset(dp, -1, sizeof(dp));

res = max(res, i \* m - solve(s, s, i));

}

//코끼리

//max seg for { len, count }

seg.update(0, ii(0, 1));

for (int i = 0; i < N; i++) {

ii x = seg.query(0, a[i].y - 1); x.first++;

seg.update(a[i].y, x);

}

//외판원 순회

lint solve(int vis, int cur) {

if (vis == (1 << n) - 1) return w[cur][0];

lint&ret = dp[vis][cur];

if (ret != -1) return ret;

ret = INF;

for (int next = 0; next < n; next++) {

if (vis & (1 << next)) continue;

ret = min(ret, solve(vis | (1 << next), next) + w[cur][next]);

}

return ret;

}

//trie + dp(dp[i] = min(dp[j]) 1

for (int i = N - 1; i >= 0; i--) {

int idx = 0;

for (int len = 1; len <= 1000 && i + len - 1 < N; len++) {

idx = \_find(s[i + len - 1], T[idx]);

if (idx == -1) break;

if (!terminal[idx]) continue;

if (dp[i] > dp[i + len] + 1) {

dp[i] = dp[i + len] + 1;

sidx[i] = terminal[idx];

nxt[i] = i + len;

}

else if (dp[i] == dp[i + len] + 1 && sidx[i] > terminal[idx]) {

sidx[i] = terminal[idx];

nxt[i] = i + len;

}

}

}

## Greedy

//마스크

for (int i = 0; i < N; i++)

cin >> a[i].second >> a[i].first; // a[i] = {R, L}

for (int i = 0; i < M; i++) {

lint x, y;

cin >> x >> y;

mp[x] += y;

}

sort(a, a + N);

int ans = 0, idx = 0;

for (int i = 0; i < N; i++) {

lint l = a[i].second, r = a[i].first;

auto it = mp.lower\_bound(l);

if (it != mp.end() && it->first <= r) {

ans++;

if (--(it->second) == 0)

mp.erase(it);

}

}

//강의실 배정 (최소 강의실 개수, pq.size())

sort(arr, arr + n); //{L, R}, 자연빵 sort

for (int i = 0; i < n; i++) {

if (!pq.empty() && -pq.top() <= arr[i].first)

pq.pop();

pq.push(-arr[i].second);

}

//scheduling with deadline

struct P {

int d, w; //deadline, 값어치

bool operator < (P&rhs) {

if (w != rhs.w) return w > rhs.w;

return d < rhs.d;

}

![](data:image/png;base64,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)} a[mxn];

sort(a, a + N);

for (int i = 0; i < N; i++) {

int tmp = find(a[i].d);

if (!tmp) continue;

par[tmp] = tmp - 1;

ans += a[i].w;

}

//rest stop

## sweeping with segment tree

//직사각형의 둘레 합

#include <iostream>

#include <algorithm>

using namespace std;

struct P {

int x, ymn, ymx, add;

bool operator < (P&rhs) {

if (x != rhs.x) return x < rhs.x;

return add > rhs.add;

}

}x[10001], y[10001];

int N, cnt[80008][2], tree[80008][2];

void update(int l, int r, int n, int nl, int nr, int f, int add) {

if (r < nl || nr < l) return;

if (l <= nl && nr <= r) cnt[n][f] += add;

else {

int mid = (nl + nr) / 2;

update(l, r, n \* 2, nl, mid, f, add);

update(l, r, n \* 2 + 1, mid + 1, nr, f, add);

}

if (cnt[n][f]) tree[n][f] = nr - nl + 1;

else {

if (nl == nr) tree[n][f] = 0;

else tree[n][f] = tree[n \* 2][f] + tree[n \* 2 + 1][f];

}

}

x[i] = { x1, y1, y2 - 1, 1 }; x[i + N] = { x2, y1, y2 - 1, -1 };

y[i] = { y1, x1, x2 - 1, 1 }; y[i + N] = { y2, x1, x2 - 1, -1 };

sort(x, x + N \* 2), sort(y, y + N \* 2);

long long ans = 0, prvx = 0, prvy = 0;

for (int i = 0; i < 2 \* N; i++) {

update(x[i].ymn, x[i].ymx, 1, 0, mxrange, 0, x[i].add);

update(y[i].ymn, y[i].ymx, 1, 0, mxrange, 1, y[i].add);

ans += abs(tree[1][0] - prvy), ans += abs(tree[1][1] - prvx);

prvy = tree[1][0], prvx = tree[1][1];

}

//직사각형의 면적 합

int N, tree[4 \* 30030], cnt[4 \* 30030], lim;

struct P { //x

int x, ymn, ymx, add;

bool operator <(P&rhs) {

if (x != rhs.x) return x < rhs.x;

return add < rhs.add;

}

} a[20001];

void update(int l, int r, int add, int n, int nl, int nr) {

if (r < nl || nr < l) return;

if (l <= nl && nr <= r) cnt[n] += add;

else {

int mid = (nl + nr) / 2;

update(l, r, add, n \* 2, nl, mid);

update(l, r, add, n \* 2 + 1, mid + 1, nr);

}

if (cnt[n]) tree[n] = nr - nl + 1;

else {

if (nl == nr) tree[n] = 0;

else tree[n] = tree[n \* 2] + tree[n \* 2 + 1];

}

}

a[i] = { x1, y1, y2 - 1, 1 };

a[i + N] = { x2, y1, y2 - 1, -1 };

for (int i = 0; i < 2 \* N; i++) {

if (i) ans += (a[i].x - a[i - 1].x) \* tree[1];

update(a[i].ymn, a[i].ymx, a[i].add, 1, 0, max\_range);

}

## Graph

// 산만한 고양이 (정점 하나 지워서 사이클 존재하지 않도록)

// 해당 정점 번호 합

vector<vector<int> > adj, tree; // bidirectional

vector<int> chk, par, sub\_out, sub\_in;

void dfs(int cur, int prev = 0) {

chk[cur] = 1;

par[cur] = prev;

for (int nxt : adj[cur]) {

if (nxt == prev) continue;

if (chk[nxt] == 2) continue; // cross, forward

if (chk[nxt] == 1) { // back

sub\_out[cur]++;

sub\_in[nxt]++;

}

else { // tree

int t = sub\_in[cur];

dfs(nxt, cur);

par[nxt] = sub\_in[cur] - t;

sub\_out[cur] += sub\_out[nxt];

sub\_in[cur] += sub\_in[nxt];

tree[cur].push\_back(nxt);

}

}

chk[cur] = 2;

}

dfs(1);

int back = m - (n - 1);

long long ans = 0;

for (int i = 1; i <= n; ++i) {

bool f = true;

if (sub\_out[i] < back) continue;

for (int j : tree[i])

if (sub\_in[j] || sub\_out[j] - par[j] >= 2) {

f = false; break;

}

if (f) ans += i;

}

## GL, HF

BlackWeasel